UNIT III

Web Publishing with Java

Why Java?

* Why use Java for Distributed Internet and Intranet Applications?
* Why use Java for Database Connectivity?
* Why use Java When you could use ActiveX?
* Why not use Java When you could use ActiveX?

Why Java?

Java has created a huge amount of excitement within the internet community. Java is a standard, consistent, and predictable way of presenting or manipulating data. Platform independence alone provides enough incentive for many people to choose Java over proprietary languages and tools.

The mocha:

* **Platform Independence**

The concept of Write-once-run-anywhere (known as the Platform independent) is one of the important key feature of java language that makes java as the most powerful language. Not even a single language is idle to this feature but java is more closer to this feature. The programs written on one platform can run on any platform provided the platform must have the JVM.

* **Simple**There are various features that makes the java as a simple language. Programs are easy to write and debug because java does not use the pointers explicitly. It is much harder to write the [java programs](http://www.roseindia.net/java/java-introduction/java-features.shtml) that can crash the system but we can not say about the other programming languages. Java provides the bug free system due to the strong memory management. It also has the automatic memory allocation and deallocation system.
* **Object-Oriented**To be an Object Oriented language, any language must follow at least the four characteristics.
* Inheritance           :       It is the process of creating the new classes and using the behavior of the existing classes by extending them just to reuse  the existing code and adding the additional features as needed.
* Encapsulation:      :       It is the mechanism of combining the information and providing the abstraction.
* Polymorphism:     :       As the name suggest one name multiple form, Polymorphism is the way of providing the different functionality by the functions  having the same name based on the signatures of the methods.
* Dynamic binding  :       Sometimes we don't have the knowledge of objects about their specific types while writing our code. It is the way of providing the maximum functionality to a program about the specific type at runtime.
* **Robust**Java has the strong memory allocation and automatic garbage collection mechanism. It provides the powerful exception handling and type checking mechanism as compare to other programming languages. Compiler checks the program whether there any error and interpreter checks any run time error and makes the system secure from crash. All of the above features makes the java language robust.
* **Distributed**The widely used protocols like HTTP and [FTP](http://www.roseindia.net/java/java-introduction/java-features.shtml) are developed in java. Internet programmers can call functions on these protocols and can get access the files from any remote machine on the internet rather than writing codes on their local system.
* **Portable**The feature Write-once-run-anywhere  makes the java language portable provided that the system must have interpreter for the JVM. Java also have the standard data size irrespective of operating system or the [processor](http://www.roseindia.net/java/java-introduction/java-features.shtml). These features makes the java as a portable language.
* **Dynamic**While executing the java program the user can get the required files dynamically from a local drive or from a computer thousands of miles away from the user just by connecting with the Internet.
* **Secure**Java does not use memory pointers explicitly. All the programs in java are run under an area known as the sand box. Security manager determines the accessibility options of a class like reading and writing a file to the local disk. Java uses the public key encryption system to allow the java applications to transmit over the [internet](http://www.roseindia.net/java/java-introduction/java-features.shtml) in the secure encrypted form. The bytecode Verifier checks the classes after loading.
* **Performance**Java uses native code usage, and lightweight process called  threads. In the beginning interpretation of bytecode resulted the [performance](http://www.roseindia.net/java/java-introduction/java-features.shtml) slow but the advance version of JVM uses the adaptive and just in time compilation technique that improves the performance.
* **Multithreaded**  
  As we all know several features of Java like Secure, Robust, Portable, dynamic etc; you will be more delighted to know another feature of Java which is **Multithreaded.**Java is also a Multithreaded programming language. Multithreading means a single program having different threads executing independently at the same time. Multiple threads execute instructions according to the program code in a process or a program. Multithreading works the similar way as multiple processes run on one computer.    
  Multithreading programming is a very interesting concept in Java. In multithreaded programs not even a single thread disturbs the execution of other thread. Threads are obtained from the pool of available ready to run threads and they run on the system CPUs. This is how Multithreading works in Java which you will soon come to know in details in later chapters.
* **Interpreted**We all know that Java is an interpreted language as well. With an interpreted language such as Java, programs run directly from the source code.   
  The interpreter program reads the source code and translates it on the fly into computations. Thus, Java as an interpreted language depends on an interpreter program.  
  The versatility of being **platform independent** makes Java to outshine from other languages. The source code to be written and distributed is platform independent.    
  Another advantage of Java as an interpreted language is its error debugging quality. Due to this any error occurring in the program gets traced. This is how it is different to work with Java.
* **Architecture-Neutral**The term architectural neutral seems to be weird, but yes Java is an architectural neutral language as well. The growing popularity of networks makes developers think distributed. In the world of network it is essential that the applications must be able to migrate easily to different computer systems. Not only to computer systems but to a wide variety of hardware architecture and Operating system architectures as well.  The Java compiler does this by generating byte code instructions, to be easily interpreted on any machine and to be easily translated into native machine code on the fly.The compiler generates an architecture-neutral object file format to enable a Java application to execute anywhere on the network and then the compiled code is executed on many processors, given the presence of the Java runtime system.Hence Java was designed to support applications on network. This feature of Java has thrived the programming language.

**Why use Java for Distributed Internet and Intranet Applications?**

Some of the reasons for using java on the internet include:

* State Awareness

Because HTTP is a stateless protocol, keeping track of a chain of request requires the passing of a unique identifier with each request.

This additional overhead is avoided by implementing an applet or servlet in Java.

In the applet case, state information can be maintained on the client side, while in the servlet case, state information can be maintained on the server side.

Java offers a third, distributed approach – using RMI or CORBA – which eliminates the need to distinguish between the server and the client, and state information exists on both side.

* Reuse

The availability of servlet API allows java functionality developed for the client side to be effectively reused on the server side.

* Input Validation

Passing a user’s input on the client side often makes more sense than passing the input back to the server for validation and re-prompting the user to correct an individual input.

For example, rather than prompting for a value in an html form input, that value could be entered into a form in an applet that validates the input amount as the user enters it on the client side.

* Efficiency

Applets can display data without information about how the data should be formatted. For this reason, applets can sometimes perform tasks more efficiently than html.

Servlets, provide an even greater performance advantage when used in place of the traditional CGI mechanism.

* Agents

Software agents roam throughout computer networks delivering messages or gathering information.

Because Java runs on any platform, agents implemented in Java can roam further afield than agents implemented in other languages.

* Commerce Applications

The Java language supports the level of security required by commerce applications and provides an excellent dynamic infrastructure on which to build the distributed commerce application of the future.

* Concurrent Applications

Java provides a highly integrated, multithreaded programming environment that is relatively easy to use.

Distributed internet applications usually must do more than one thing at the same time.

**Why use Java for Database Connectivity?**

* Java provides an excellent tool for database connectivity.
* Almost any application, whether on the client or server side, needs to access a database at some point.
* Java abstracts a database into a series of classes and interfaces, that effectively hide the implementation of the database drivers.
* The specification is called Java Database Connectivity (JDBC), and drivers already exist for most applications.
* Java cod written to access a database runs on any platform and with any database.

**Why use Java When you could use ActiveX?**

* Java runs on any machine with Java Virtual Machine or a java – enabled browser. ActveX runs on any 32-bit windows machine, in IE, in a Netscape Navigator with an Active-X enabling plug-in on a 32-bit Windows machine, or on an operating system with a DCOM implementation.
* ActiveX controls are larger than compiled java byte code.
* ActiveX is less secure than Java in an untrusted environment.
* Finally, Java’s component model, JavaBeans, is gaining industry- wide acceptance.

**Why not use Java When you could use ActiveX?**

* There are many reasons, to use Java on the internet and within a corporate intranet – especially if the intranet is sufficiently heterogeneous mixture of platforms.
* If the intranet consists of all Microsoft platforms, then it is better to use ActiveX.

The Java Language

* Classes and Objects
* Creating Classes and Objects
* A java Application
* Instance and Class variables and Methods
* Packages
* Overloading Constructors
* Inheritance and Overriding Methods
* Abstract Methods and and Interfaces
* Access modifiers
* Streams, Sockets, and sending the Email Message

Classes and Objects

In [object-oriented programming](http://en.wikipedia.org/wiki/Object-oriented_programming), a **class** is a construct that is used as a [blueprint](http://en.wikipedia.org/wiki/Blueprint) (or [template](http://en.wikipedia.org/wiki/Template)) to create [objects](http://en.wikipedia.org/wiki/Object_(object-oriented_programming)) of that class. This blueprint describes the state and behavior that the objects of the class all share. An object of a given class is called an [instance](http://en.wikipedia.org/wiki/Instantiation_(computer_science)) of the class. The class that contains (and was used to create) that instance can be considered as the [type](http://en.wikipedia.org/wiki/Data_type) of that object, e.g. an object instance of the "Fruit" class would be of the type "Fruit".

Creating classes and Objects

**Declaring Classes**

class *MyClass* {

//field, constructor, and method declarations

}

This is a *class declaration*. The *class body* (the area between the braces) contains all the code that provides for the life cycle of the objects created from the class: constructors for initializing new objects, declarations for the fields that provide the state of the class and its objects, and methods to implement the behavior of the class and its objects.

In general, class declarations can include these components, in order:

1. Modifiers such as *public*, *private*, and a number of others that you will encounter later.
2. The class name, with the initial letter capitalized by convention.
3. The name of the class's parent (superclass), if any, preceded by the keyword *extends*. A class can only *extend* (subclass) one parent.
4. A comma-separated list of interfaces implemented by the class, if any, preceded by the keyword *implements*. A class can *implement* more than one interface.
5. The class body, surrounded by braces, {}.

**Declaring Member Variables**

There are several kinds of variables:

* Member variables in a class—these are called *fields*.
* Variables in a method or block of code—these are called *local variables*.
* Variables in method declarations—these are called *parameters*.

The Bicycle class uses the following lines of code to define its fields:

public int cadence;

public int gear;

public int speed;

Field declarations are composed of three components, in order:

1. Zero or more modifiers, such as public or private.
2. The field's type.
3. The field's name.

**Defining Methods**

Here is an example of a typical method declaration:

public double calculateAnswer(double wingSpan, int numberOfEngines, double length, double grossTons) {

//do the calculation here

}

The only required elements of a method declaration are the method's return type, name, a pair of parentheses, (), and a body between braces, {}.

More generally, method declarations have six components, in order:

1. Modifiers—such as public, private, and others you will learn about later.
2. The return type—the data type of the value returned by the method, or void if the method does not return a value.
3. The method name—the rules for field names apply to method names as well, but the convention is a little different.
4. The parameter list in parenthesis—a comma-delimited list of input parameters, preceded by their data types, enclosed by parentheses, (). If there are no parameters, you must use empty parentheses.
5. An exception list—to be discussed later.
6. The method body, enclosed between braces—the method's code, including the declaration of local variables, goes here.

**Providing Constructors for Your Classes**

A class contains constructors that are invoked to create objects from the class blueprint. Constructor declarations look like method declarations—except that they use the name of the class and have no return type. For example, Bicycle has one constructor:

public Bicycle(int startCadence, int startSpeed, int startGear) {

gear = startGear;

cadence = startCadence;

speed = startSpeed;

}

To create a new Bicycle object called myBike, a constructor is called by the new operator:

Bicycle myBike = new Bicycle(30, 0, 8);

new Bicycle(30, 0, 8) creates space in memory for the object and initializes its fields.

**Creating Objects**

As you know, a class provides the blueprint for objects; you create an object from a class. Each of the following statements taken from the [CreateObjectDemo](http://java.sun.com/docs/books/tutorial/java/javaOO/examples/CreateObjectDemo.java) program creates an object and assigns it to a variable:

**Point originOne** = new Point(23, 94);

**Rectangle rectOne** = new Rectangle(originOne, 100, 200);

**Rectangle rectTwo** = new Rectangle(50, 100);

The first line creates an object of the [Point](http://java.sun.com/docs/books/tutorial/java/javaOO/examples/Point.java) class, and the second and third lines each create an object of the [Rectangle](http://java.sun.com/docs/books/tutorial/java/javaOO/examples/Rectangle.java) class.

Each of these statements has three parts (discussed in detail below):

1. **Declaration**: The code set in **bold** are all variable declarations that associate a variable name with an object type.
2. **Instantiation**: The new keyword is a Java operator that creates the object.
3. **Initialization**: The new operator is followed by a call to a constructor, which initializes the new object.
4. **Using Objects**
5. Once you've created an object, you probably want to use it for something. You may need to use the value of one of its fields, change one of its fields, or call one of its methods to perform an action.
6. **Referencing an Object's Fields**

Object fields are accessed by their name. Code that is outside the object's class must use an object reference or expression, followed by the dot (.) operator, followed by a simple field name, as in:

objectReference.fieldName

Instance and Class Variables and Methods

The variables and methods that are associated with a particular object are called instance variables and methods.

When a method or variable is declared as static, it indicates to the compiler that the member belongs to the class rather than the instance. These methods and variables are called as class methods and variables, because these belong only to class.

Instance variables and methods are accessed by referring to an object, but class variables and methods are accessed by referring to a class.

Example:

public class Bicycle{

private int cadence;

private int gear;

private int speed;

**// add an instance variable for the object ID**

private int id;

**// add a class variable for the number of Bicycle objects instantiated**

private **static** int numberOfBicycles = 0;

**......**

**}**

**Packages**

A **Java package** is a mechanism for organizing [Java](http://en.wikipedia.org/wiki/Java_(programming_language)) [classes](http://en.wikipedia.org/wiki/Class_(computer_science)) into [namespaces](http://en.wikipedia.org/wiki/Namespace_(computer_science)) similar to the modules of [Modula](http://en.wikipedia.org/wiki/Modula). Java packages can be stored in compressed files called [JAR files](http://en.wikipedia.org/wiki/JAR_file), allowing classes to download faster as a group rather than one at a time. Programmers also typically use packages to organize classes belonging to the same category or providing similar functionality.

* A package provides a unique namespace for the types it contains.
* Classes in the same package can access each other's package-access members.

Overloading Constructors

Constructors can be overloaded just as regular methods.

Constructors can be overloaded just as regular methods. Here is an example of a class with an overloaded constructor:

Code:

public class date

{

int year;

int month;

int day;

date(int year)

{

this.year = year;

month = 1;

day = 1;

}

date(int year/int month,int day)

{

this.year = year;

this.month = month;

this.day = day;

}

}

|  |  |
| --- | --- |
| You could create an object of that class with statements like either of the following:  Quote:   |  | | --- | | date a = new date(2010]; date b = new date(2010,5,15); |   Naturally, the first statement will call the first constructor, because it has just one parameter. The second statement has three parameters, so it will call the second constructor. |

**Using the this Keyword**

Within an instance method or a constructor, this is a reference to the *current object* — the object whose method or constructor is being called. You can refer to any member of the current object from within an instance method or a constructor by using this.

**Using this with a Field**

The most common reason for using the this keyword is because a field is shadowed by a method or constructor parameter.

For example, the Point class was written like this

public class Point {

public int x = 0;

public int y = 0;

**//constructor**

**public Point(int a, int b) {**

**x = a;**

**y = b;**

**}**

}

but it could have been written like this:

public class Point {

public int x = 0;

public int y = 0;

**//constructor**

**public Point(int x, int y) {**

**this.x = x;**

**this.y = y;**

**}**

}

Each argument to the constructor shadows one of the object's fields — inside the constructor **x** is a local copy of the constructor's first argument. To refer to the Point field **x**, the constructor must use **this.x**.

**Using this with a Constructor**

From within a constructor, you can also use the this keyword to call another constructor in the same class. Doing so is called an *explicit constructor invocation*. Here's another Rectangle class, with a different implementation from the one in the [Objects](http://java.sun.com/docs/books/tutorial/java/javaOO/objects.html) section.

public class Rectangle {

private int x, y;

private int width, height;

public Rectangle() {

**this(0, 0, 0, 0);**

}

public Rectangle(int width, int height) {

**this(0, 0, width, height);**

}

public Rectangle(int x, int y, int width, int height) {

this.x = x;

this.y = y;

this.width = width;

this.height = height;

}

...

}

This class contains a set of constructors. Each constructor initializes some or all of the rectangle's member variables. The constructors provide a default value for any member variable whose initial value is not provided by an argument. For example, the no-argument constructor calls the four-argument constructor with four 0 values and the two-argument constructor calls the four-argument constructor with two 0 values. As before, the compiler determines which constructor to call, based on the number and the type of arguments.

If present, the invocation of another constructor must be the first line in the constructor.

**Inheritance and Overriding Methods**

A class that is derived from another class is called a *subclass* (also a *derived class*, *extended class*, or *child class*). The class from which the subclass is derived is called a *superclass* (also a *base class* or a *parent class*).

The idea of inheritance is simple but powerful: When you want to create a new class and there is already a class that includes some of the code that you want, you can derive your new class from the existing class. In doing this, you can reuse the fields and methods of the existing class without having to write (and debug!) them yourself.

A subclass inherits all the *members* (fields, methods, and nested classes

**An Example of Inheritance**

Here is the sample code for a possible implementation of a Bicycle class that was presented in the Classes and Objects lesson:

public class Bicycle {

// **the Bicycle class has three *fields***

public int cadence;

public int gear;

public int speed;

// **the Bicycle class has one *constructor***

public Bicycle(int startCadence, int startSpeed, int startGear) {

gear = startGear;

cadence = startCadence;

speed = startSpeed;

}

// **the Bicycle class has four *methods***

public void setCadence(int newValue) {

cadence = newValue;

}

public void setGear(int newValue) {

gear = newValue;

}

public void applyBrake(int decrement) {

speed -= decrement;

}

public void speedUp(int increment) {

speed += increment;

}

}

A class declaration for a MountainBike class that is a subclass of Bicycle might look like this:

public class MountainBike extends Bicycle {

// **the MountainBike subclass adds one *field***

public int seatHeight;

// **the MountainBike subclass has one *constructor***

public MountainBike(int startHeight, int startCadence, int startSpeed, int startGear) {

super(startCadence, startSpeed, startGear);

seatHeight = startHeight;

}

// **the MountainBike subclass adds one *method***

public void setHeight(int newValue) {

seatHeight = newValue;

}

}

MountainBike inherits all the fields and methods of Bicycle and adds the field seatHeight and a method to set it. Except for the constructor, it is as if you had written a new MountainBike class entirely from scratch, with four fields and five methods. However, you didn't have to do all the work. This would be especially valuable if the methods in the Bicycle class were complex and had taken substantial time to debug.

An instance method in a subclass with the same signature (name, plus the number and the type of its parameters) and return type as an instance method in the superclass *overrides* the superclass's method.

Abstract Classes and Abstract methods

**Abstract Methods and Classes**

An *abstract class* is a class that is declared abstract—it may or may not include abstract methods. Abstract classes cannot be instantiated, but they can be subclassed.

An *abstract method* is a method that is declared without an implementation (without braces, and followed by a semicolon), like this:

abstract void moveTo(double deltaX, double deltaY);

If a class includes abstract methods, the class itself *must* be declared abstract, as in:

public abstract class GraphicObject {

// declare fields

// declare non-abstract methods

abstract void draw();

}

When an abstract class is subclassed, the subclass usually provides implementations for all of the abstract methods in its parent class. However, if it does not, the subclass must also be declared abstract.

**Note:** All of the methods in an *interface* (see the [Interfaces](http://java.sun.com/docs/books/tutorial/java/IandI/createinterface.html) section) are *implicitly* abstract, so the abstract modifier is not used with interface methods (it could be—it's just not necessary).

**Abstract Classes versus Interfaces**

Unlike interfaces, abstract classes can contain fields that are not static and final, and they can contain implemented methods. Such abstract classes are similar to interfaces, except that they provide a partial implementation, leaving it to subclasses to complete the implementation. If an abstract class contains *only* abstract method declarations, it should be declared as an interface instead.

Multiple interfaces can be implemented by classes anywhere in the class hierarchy, whether or not they are related to one another in any way. Think of Comparable or Cloneable, for example.

By comparison, abstract classes are most commonly subclassed to share pieces of implementation. A single abstract class is subclassed by similar classes that have a lot in common (the implemented parts of the abstract class), but also have some differences (the abstract methods).

**An Abstract Class Example**

In an object-oriented drawing application, you can draw circles, rectangles, lines, Bezier curves, and many other graphic objects. These objects all have certain states (for example: position, orientation, line color, fill color) and behaviors (for example: moveTo, rotate, resize, draw) in common. Some of these states and behaviors are the same for all graphic objects—for example: position, fill color, and moveTo. Others require different implementations—for example, resize or draw. All GraphicObjects must know how to draw or resize themselves; they just differ in how they do it. This is a perfect situation for an abstract superclass. You can take advantage of the similarities and declare all the graphic objects to inherit from the same abstract parent object—for example, GraphicObject, as shown in the following figure.

Classes Rectangle, Line, Bezier, and Circle inherit from GraphicObject

First, you declare an abstract class, GraphicObject, to provide member variables and methods that are wholly shared by all subclasses, such as the current position and the moveTo method. GraphicObject also declares abstract methods for methods, such as draw or resize, that need to be implemented by all subclasses but must be implemented in different ways. The GraphicObject class can look something like this:

abstract class GraphicObject {

int x, y;

...

void moveTo(int newX, int newY) {

...

}

abstract void draw();

abstract void resize();

}

Each non-abstract subclass of GraphicObject, such as Circle and Rectangle, must provide implementations for the draw and resize methods:

class Circle extends GraphicObject {

void draw() {

...

}

void resize() {

...

}

}

class Rectangle extends GraphicObject {

void draw() {

...

}

void resize() {

...

}

}

Interfaces and Implementation

An **interface** in the [Java programming language](http://en.wikipedia.org/wiki/Java_(programming_language)) is an [abstract type](http://en.wikipedia.org/wiki/Abstract_type) that is used to specify an [interface](http://en.wikipedia.org/wiki/Interface_(computer_science)) (in the generic sense of the term) that [classes](http://en.wikipedia.org/wiki/Class_(computer_science)) must implement. Interfaces are declared using the **interface** [keyword](http://en.wikipedia.org/wiki/Java_keywords), and may only contain [method](http://en.wikipedia.org/wiki/Method_(computer_science)) [signatures](http://en.wikipedia.org/wiki/Signature_(computer_science)) and constant declarations (variable declarations that are declared to be both static and final). An interface may never contain method definitions.

As interfaces are implicitly *abstract*, they cannot be directly instantiated except when instantiated by a class that *implements* the said interface. The class must implement all of the methods described in the interface, or be an [abstract class](http://en.wikipedia.org/wiki/Abstract_class). Object references in Java may be specified to be of an interface type; in which case, they must either be [null](http://en.wikipedia.org/wiki/Null_pointer), or be bound to an object that implements the interface.

One benefit of using interfaces is that they simulate [multiple inheritance](http://en.wikipedia.org/wiki/Multiple_inheritance). All classes in Java (other than [java.lang.Object](http://java.sun.com/javase/6/docs/api/java/lang/Object.html), the [root class](http://en.wikipedia.org/wiki/Top_type) of the Java [type system](http://en.wikipedia.org/wiki/Type_system)) must have exactly one [base class](http://en.wikipedia.org/wiki/Base_class); [multiple inheritance](http://en.wikipedia.org/wiki/Multiple_inheritance) of classes is not allowed. Furthermore, a Java class may implement, and an interface may extend, any number of interfaces; however an interface may not implement an interface.

1. interface IntExample{
3. /\*
4. Syntax to declare method in java interface is,
5. <modifier> <return-type> methodName(<optional-parameters>);
6. IMPORTANT : Methods declared in the interface are implicitly public and abstract.
7. \*/
9. public void sayHello();
10. }
11. }
12. /\*
13. Classes are extended while interfaces are implemented.
14. To implement an interface use implements keyword.
15. IMPORTANT : A class can extend only one other class, while it
16. can implement n number of interfaces.
17. \*/
19. public class JavaInterfaceExample implements IntExample{
20. /\*
21. We have to define the method declared in implemented interface,
22. or else we have to declare the implementing class as abstract class.
23. \*/
25. public void sayHello(){
26. System.out.println("Hello Visitor !");
27. }
29. public static void main(String args[]){
30. //create object of the class
31. JavaInterfaceExample javaInterfaceExample = new JavaInterfaceExample();
32. //invoke sayHello(), declared in IntExample interface.
33. javaInterfaceExample.sayHello();
34. }
35. }

Access Modifiers

**1. private  
2. protected  
3. default  
4. public**

public access modifier

Fields, methods and constructors declared public (least restrictive) within a public class are visible to any class in the Java program, whether these classes are in the same package or in another package.

private access modifier

The private (most restrictive) fields or methods cannot be used for classes and Interfaces. It also cannot be used for fields and methods within an interface. Fields, methods or constructors declared private are strictly controlled, which means they cannot be accesses by anywhere outside the enclosing class. A standard design strategy is to make all fields private and provide public getter methods for them.

protected access modifier

The protected fields or methods cannot be used for classes and Interfaces. It also cannot be used for fields and methods within an interface. Fields, methods and constructors declared protected in a superclass can be accessed only by subclasses in other packages. Classes in the same package can also access protected fields, methods and constructors as well, even if they are not a subclass of the protected member’s class.

Default – only classes within the package have access to default attributes and behaviour.

**Introduction to Applet Programming**

* Writing Applets
* Other Applet Class Functionality
* Graphics and Double Bufferring
* Creating a User Interface Using the AWT
* Showing an Html Document

Applet Security

**Introduction**

Applet is java program that can be embedded into HTML pages. Java applets runs on the java enables web browsers such as mozila and internet explorer. Applet is designed to run remotely on the client browser, so there are some restrictions on it. Applet can't access system resources on the local computer. Applets are used to make the web site more dynamic and entertaining.

**Advantages of Applet:**

* Applets are cross platform and can run on Windows, Mac OS and Linux platform
* Applets can work all the version of Java Plugin
* Applets runs in a sandbox, so the user does not need to trust the code, so it can work without security approval
* Applets are supported by most web browsers
* Applets are cached in most web browsers, so will be quick to load when returning to a web page
* User can also have full access to the machine if user allows

Writing Applets

Instead of writing a program that has a main() method as in the case of an application, applets are any class that subclasses the Applet class and override some of its methods.

A simple Applet

import java.awt.\*;

import java.applet.\*;

class HelloWorldApplet extends Applet

{

// Default constructor

public void HelloWorld()

{

// Call parent constructor

super();

}

Overridden paint method

public void paint ( Graphics g )

{

g.setBackground ( Color.white );

g.setColor ( Color.blue );

g.drawString ( "Hello world!", 0, size().height - 5);

}

}

The <Applet> Tag

Here is an example of a simple APPLET tag:

<applet code="MyApplet.class" width=100 height=140></applet>

This tells the viewer or browser to load the applet whose compiled code is in MyApplet.class (in the same directory as the current HTML document), and to set the initial size of the applet to 100 pixels wide and 140 pixels high.

|  |  |  |  |
| --- | --- | --- | --- |
| **Attribute** | **Value** | **Description** | **DTD** |
| code | *URL* | Specifies the file name of a Java applet | TF |
| object | *name* | Specifies a reference to a serialized representation of an applet | TF |

## Optional Attributes

|  |  |  |  |
| --- | --- | --- | --- |
| **Attribute** | **Value** | **Description** | **DTD** |
| align | left right top bottom middle baseline | Specifies the alignment of an applet according to surrounding elements | TF |
| alt | *text* | Specifies an alternate text for an applet | TF |
| archive | *URL* | Specifies the location of an archive file | TF |
| codebase | *URL* | Specifies a relative base URL for applets specified in the code attribute | TF |
| height | *pixels* | Specifies the height of an applet | TF |
| hspace | *pixels* | Defines the horizontal spacing around an applet | TF |
| name | *name* | Defines the name for an applet (to use in scripts) | TF |
| vspace | *pixels* | Defines the vertical spacing around an applet | TF |
| width | *pixels* | Specifies the width of an applet | TF |

The <Object> Tag

The <object> tag replaces <applet> in html 4.0.

In this example, the CLASSID is used to specify the name of the java code to execute.

<Object CLASSID = “java:HelloWorld.start” height=100 width=100>

</Object>

The <Param> tag

<Param> tags can be placed within the <Applet> or new <Object> tag to send additional information to the applet.

Example:

Public class Salutation extends Applet

{

Private String s;

Public void init()

{

s = getParameter(“salutation”);

}

Public void paint(Graphics g)

{

g.drawString(salutation,10,10);

}

}

The Html code:

<Applet code=”Salutation.class” width=200 height=250>

<param name=”salutation” value=”Greetings and Saltutations”> </param>

</Applet>

Applet methods

A list of the applet methods that can be overridden are as follows:

* Init() - This method is called after the web page containing an applet is loaded into a browser.
* Start() - This method is called every time the user comes back to the web page containing the applet.
* Stop () - This method is called every time the user leaves the web page containing the applet.
* Paint () - This method is called any time the applet’s repaint() method is called.
* Update() - This method is called every time the applet is repainted. By default, it erases the entire screen.
* getAppletInfo() - This method is called by the browser when information about the applet is requested by the user.
* getParameterInfo() - This method is called to find out what kind of parameters the applet can handle.

Resources Available to Applets

A number of resources are available to applets.

The methods that provide access to resources are:

AudioClip getAudioClip() - This method can be used to load an audio clip from a URL.

* Image getImage() - This method is used to load images from an URL.
* Void play(URL url) - This methods plays a loaded audio clip.

Methods that provide access to information about an applet are:

* URL getCodeBase() - This method returns the URL from which the applet’s class files were loaded.
* URL getDocumentBase() - This method returns the URL from which the applet’s HTML document was loaded.
* AppletContext getAppletContext() - This method returns an object of type AppletContext. An AppletContext object is useful for loading and viewing web pages.
* showStatus( String msg) - This method displays the msg in the browser’s status bar.
* resize() - This method resizes the applet’s bounds.

Graphics and Double Buffering

Some of the most commonly used methods od Graphics class are:

* void drawstring(String string, int x, int y) - Draws a string to the screen at the x, y coordinates.
* void clearRect(int x, int y, int width, int height) - Clears a rectangle on the screen with its top-left corner located at x,y and the specified width and height.
* void fillRect (int x, int y, int width, int height) - Fills a rectangle on the screen with its top-left corner located at x,y and the specified width and height.
* void drawRect (int x, int y, int width, int height) - Draws a rectangle on the screen with its top-left corner located at x,y and the specified width and height.
* Void dispose() - Frees resources associated with a graphics context.

Example

**import java.awt.\*;**

**import java.applet.\*;**

**public class graph\_ex extends Applet**

**{**

**public void paint (Graphics g)**

**{ setBackground(Color.cyan);**

**g.drawString("Here are a selection of blank shapes.",20,40);**

**g.drawLine(20,40,200,40);**

**g.setColor(Color.blue);**

**g.drawLine(20,50,70,90);**

**g.setColor(Color.red);**

**g.drawRect(100,50,32,55);**

**g.setColor(Color.green);**

**g.drawOval(150,46,60,60);**

**g.setColor(Color.magenta);**

**g.drawArc(230,50,65,50,30,270);**

**g.setColor(Color.black);**

**g.drawString("Here are the filled equivalents.",20,140);**

**g.drawLine(20,140,200,140);**

**g.setColor(Color.yellow);**

**g.fillRect(100,150,32,55);**

**g.setColor(Color.pink);**

**g.fillOval(150,146,60,60);**

**g.setColor(Color.darkGray);**

**g.fillArc(230,150,65,50,30,270);**

**}**

**}**

Double Bufferring

Drawing in applets is almost always done with double-buffering.   
This means that drawing is first done to an offscreen image, and when all   
is done, the offscreen image is drawn on the screen.   
This reduces the nasty flickering applets otherwise have.

import java.applet.\*;   
import java.awt.event.\*;   
import java.awt.\*;

public class DoubleBuffering extends Applet implements MouseMotionListener   
{   
     // The object we will use to write with instead of the standard screen graphics   
     Graphics bufferGraphics;   
     // The image that will contain everything that has been drawn on   
     // bufferGraphics.   
     Image offscreen;   
     // To get the width and height of the applet.   
     Dimension dim;   
     int curX, curY;

     public void init()    
     {   
          // We'll ask the width and height by this   
          dim = getSize();   
          // We'll redraw the applet eacht time the mouse has moved.   
          addMouseMotionListener(this);   
          setBackground(Color.black);   
          // Create an offscreen image to draw on   
          // Make it the size of the applet, this is just perfect larger   
          // size could slow it down unnecessary.   
          offscreen = createImage(dim.width,dim.height);   
          // by doing this everything that is drawn by bufferGraphics   
          // will be written on the offscreen image.   
          bufferGraphics = offscreen.getGraphics();   
     }

      public void paint(Graphics g)    
     {   
          // Wipe off everything that has been drawn before   
          // Otherwise previous drawings would also be displayed.   
          bufferGraphics.clearRect(0,0,dim.width,dim.width);   
          bufferGraphics.setColor(Color.red);   
          bufferGraphics.drawString("Bad Double-buffered",10,10);   
          // draw the rect at the current mouse position   
          // to the offscreen image   
          bufferGraphics.fillRect(curX,curY,20,20);   
          // draw the offscreen image to the screen like a normal image.   
          // Since offscreen is the screen width we start at 0,0.   
          g.drawImage(offscreen,0,0,this);   
     }

     // Always required for good double-buffering.   
     // This will cause the applet not to first wipe off   
     // previous drawings but to immediately repaint.   
     // the wiping off also causes flickering.   
     // Update is called automatically when repaint() is called.

     public void update(Graphics g)   
     {   
          paint(g);   
     }

     // Save the current mouse position to paint a rectangle there.   
     // and request a repaint()   
     public void mouseMoved(MouseEvent evt)    
     {   
          curX = evt.getX();   
          curY = evt.getY();   
          repaint();   
     }

     // The necessary methods.   
     public void mouseDragged(MouseEvent evt)    
     {   
     }

 }

**Creating a User Interface Using the AWT**

The following figures show the inheritance hierarchies for all the AWT component classes.

![http://www.ks.uiuc.edu/~gzheng/AWT/figures/ui/13ui7.gif](data:image/gif;base64,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)

**Example**

|  |
| --- |
| **import**java.awt.\*; **import**java.awt.event.\*;  **public class**DataEntry {   **public static void**main(String[] args) {     Frame frm=**new**Frame("DataEntry frame");     Label lbl = **new**Label("Please fill this blank:");     frm.add(lbl);     frm.setSize(350,200);     frm.setVisible(**true**);     frm.addWindowListener(**new**WindowAdapter(){       **public void**windowClosing(WindowEvent e){         [System](http://www.roseindia.net/java/example/java/awt/dataentry-frame-in-java.shtml" \t "_top).exit(0);       }     });         Panel p = **new**Panel();     Panel p1 = **new**Panel();         Label jFirstName = **new**Label("First Name");     TextField lFirstName = **new**TextField(20);     Label jLastName =**new**Label("Last Name");     TextField lLastName=**new**TextField(20);     p.setLayout(**new**GridLayout(3,1));     p.add(jFirstName);         p.add(lFirstName);     p.add(jLastName);     p.add(lLastName);     Button Submit=**new**Button("Submit");     p.add(Submit);     p1.add(p);     frm.add(p1,BorderLayout.NORTH);   } } |

**JavaBeans, JARs, and Safe Computing**

* **What are JavaBeans?**
* The Basic Structure of a Bean
* **The JavaBeans API**
* **Application Builder Support**
* **What are JAR files?**
* **Code signing and JAR Security**
* **The Java.security API**
* **Signing code with javakey**

**What are JavaBeans?**

* JavaBeans are reusable components of a Java application.
* Once a JavaBean is created it may be used with several Java applications at the same time.
* Beans are added to the application with the Archive attribute of the Applet tag.

<Applet code=”javaApp.class” Archives=”Bean1.jar”>

* Components make sense because they can be used again and again in as many Java applications as needed.
* Often JavaBeans will be used in distributed environment may be transferred across a low-bandwidth internet connection.
* The JavaBeans API, coupled with the platform-independent Java system on which it is based, creates the platform-independent component solution.

**The Basic Structure of a Bean**

* A bean is comprised of two primary things: data and methods that act on the data.
* The data part of a bean completely describes the state of the bean; the methods provide a way for the bean’s state to be modified and for actions to be taken accordingly.
* The fundamental parts of a bean:

JavaBeans Component

Data

Methods

* A bean can have methods with different types of access.
* For example, private methods are accessible within the internal of a bean, but protected methods are accessible both internally and in derived beans.
* The public methods are accessible internally, from derived beans and form other parties such as applications and other components, like JavaScript and VBScript.

The JavaBeans API

The main component services in the JavaBeans API are:

* Property Management
* Introspection
* Event handling
* Persistence
* Application builder support

**Property Management**

* The property management facilities in the JavaBeans API are responsible for handling all interactions relating to bean properties.
* Properties reflect the internal state of a bean and constitute a data part of a bean’s structure.
* Properties are discrete, named attributes of a bean that determine its appearance and behaviour.
* The major issues addressed by the JavaBeans API property management facilities are:
* Accessor Methods - An accessor method is a public method defined in a bean that directly reads or writes the value of a particular property. Each property in a bean must have a corresponding pair of accessor methods: one for reading the property and one for writing. The accessor methods responsible for reading are known as getter methods and those responsible for writing are known as setter methods.
* Indexed Properties - Indexed Properties are properties that represent an array of values.
* Bound and Constrained Properties - Bound properties are properties that provide notifications to an interested party based on changes in the property value. Constrained Properties are properties that enable an interested party to perform a validation on a new property value before accepting the modification.
* Introspection
* The introspection facilities in the JavaBeans API define the mechanism by which components make their internal structure readily available to the outside world.
* These facilities consists of the functional overhead necessary to enable development tools to query a bean for its internal structure, including the interfaces, methods and member variables that comprise the bean.
* The introspection services provided by the JavaBeans API are divided into 2 parts: low-level services and high-level services.
* The low-level API services are responsible for enabling wide access to the structural internals of a bean.
* The high-level services use the low-level services behind the scenes to provide access to limited portions of a bean’s internals.
* Reflection and Design Patterns
* The reflection services gather information about a bean and determine its public properties, methods and events by applying simple design patterns.
* Design patterns are rules applied to a bean’s method definitions that determine information about the bean.
* Explicit Bean Information
* The explicit introspection facility involves creating bean information class that specifies various pieces of information about a bean including a property list, method list, and event list.
* The Introspector
* The introspection facilities provide an introspector used to obtain explicit bean information for a bean.
* The introspector is responsible for traversing the inheritance tree of a bean to determine the explicit bean information for all parent beans.
* Event Handling
* The event handling facilities in the JavaBeans API specify an event-driven architecture that defines interactions among beans and applications.
* A bean capable of generating events is considered an event source; an application or bean capable of responding to an event is considered an event listener.
* Event sources and listeners are connected by an event registration mechanism that is part of the event – handling facilities.
* When the source generates an event, a specified method is called on the event listener with an event state object being sent along as its argument.
* Unicast and Multicast Event Sources
* Although most practical event sources support multiple listeners, the event-handling facilities provide for event sources that choose to limit their audience to a single listener. These sources are called unicast event sources; their counterparts are called multicast event sources.
* The primary functional difference between the two is that unicast event sources throw an exception if an attempt is made to register more than one listener.
* Event Adapters
* Event adapters act as intermediaries between event sources and listeners.
* Event adapters sit between sources and listeners and provide a way of inserting specialized event-delivery behavior into the standard source/listener event model.
* Persistence
* The persistence facilities in the JavaBeans API specify the mechanism by which beans are stored and retrieved within the context of a container.
* The information stored through persistence consists of all parts of a bean necessary to restore the bean to a similar internal state and appearance.
* Application Builder Support
* The application builder facilities provide the overhead necessary to edit manipulate beans using visual application builder tools.
* Application builder tools rely heavily on these facilities to enable a developer to visually layout and edit beans while constructing an application.
* Property Editors and Sheets
* A property sheet is a visual interface that provides editors for each public property defined for a bean.
* The individual editors used in a property sheet are called property editors.
* Customizers
* Customizers are user interfaces that provide a specialized way of visually editing bean properties.

What are JAR Files?

* A JAR file allows multiple resources to be bundled into a single, compressed archive file.
* Applets and resources download quicker when they are compressed.
* JAR files include a manifest file in the archive. This manifest gives message digests of the component files in the archive.

Manipulating JAR files with jar

* jar is a tool included with the JDK, which is used to create and manipulate JAR files.
* Options that can be used with jar are:
* v - Tells jar to generate verbose output about the actions it is performing
* f - Specifies the filename to manipulate

Creating a JAR file

* To create an archive, use jar with the c flag.
* The command for creating JAR file is:

jar cvf sample.jar sampleApplet.class SG.gif sampleSound.au

Listing the Contents of a JAR File

* The option t tells jar to list the table of contents for the JAR file.
* jar tvf sample.jar

Extracting a File from a JAR File

* The X option specifies to extract files.

jar xvf sample.jar sampleGraphic.gif

Code Signing and JAR Security

* The javakey utility included with the JDK provides facilities for managing identities and certificates, and for signing code.
* Along with a jar utility used to generate JAR files, javakey allows to sign code and place the class file into a single archive.

**Integrating Java and JavaScript**

* The Browsers Role
* Accessing a Java Applet with JavaScript
* Accessing JavaScript from a Java Applet

The Browsers Role

* In order for java and javascript to interact on web pages, both have to be active and enabled in the user’s browser.
* Netscape Navigator and Internet Explorer both provide an interface for controlling how java and javascript are received.

Internet Explorer

* The scripting languages available in IE, Jscript and VBScript are automatically enabled each time the browser starts.
* The steps to make sure Java is active in IE are:
  1. From IE menu bar, choose view | options
  2. Select the Advanced tab.
  3. Scroll down the list of advanced options to Java VM. Select the JavaJIT compiler enabled check box.
  4. Select the Enable java logging check box if you want a log file created for java applets.

Netscape Navigator

* To make sure both features are active in Netscape Navigator, follow these steps:
  1. Choose Edit | Preferences
  2. Select the Advanced category from the left frame.
  3. Java and JavaScript check boxes are available in the right frame. If they have been disabled, they can be enabled by checking the boxes.

Accessing a Java Applet with JavaScript

* JavaScript can be used to modify applet behavior by creating a bridge between the Java Applet and the Html object model.
* Any programmable Html element can control the applet with the help of JavaScript.
* Netscape supports a direct access model for JavaScript and Java interaction, Explorer treats Java applets like ActiveX controls.
* The bridge is created in a JavaScript using the java keyword Packages, which is supported only in Netscape.
* This keyword is used by the JavaScript application t invoke the Java method directly.
* For example, the following code invokes the Java class system of the java.lang package and displays the string as an error message in the java console.
* function tryit()

{

var java = packages.java.lang.System.err

Java.println(“Error messages can be sent directly to Java”);

}

* While the IE browser doesn’t support a direct access, it does provide a much broader Html element from which the java applet may be accessed by JavaScript.
* These elements, known as programmable elements, can have an event assigned to them that activates an applet and control the applet’s functionality.
* Example
* <html>
* <head>
* <style>
* .hand { cursor:hand }
* </style>
* <script>
* Function aunapp()
* {
  + Document.applets.sampleapp.start()

}

</script>

</head>

<body>

<applet id=”sampleapp” code=”sampleapp.class”>

<param id=pict name=image value=”rose.gif”>

</applet>

<H1 classs=”hand” id=”init” onclick =” runapp()” title=”start the application”> </h1>

<input type=button value=”stop” onclick = “document.applets.sampleapp.stop()”>

</body>

</html>

### Calling Java Methods

Using the new JavaScript Packages object, JavaScript can invoke native Java methods directly.

Groups of related classes are combined in a construct called a package. Classes from a package are usable by outside classes by using the import command.

An example in all applets is the java package. One section of the package, java.awt.Graphics, is imported into every applet to give the paint method the additional methods it needs to add items to the applet screen. Because all applets are outside of the java package, its classes or subsets of those classes are imported into the applet for local use.

The syntax to call a Java package directly is

[Packages.]*packageName.className.methodName*

The object name is optional for the three default packages-java, sun, and netscape. These three can be referenced by their package name alone:

java.*className.methodName*

sun.*className.methodName*

netscape.*className.methodName*

Together with the package name, the object and class names can result in some unwieldy and error-prone typing. This is why you can also create new variables using the Package product:

var System = Packages.java.lang.System;

System.out.println("Hello from Java in JavaScript.");

### Controlling Java Applets

Controlling an applet with a script is a fairly easy matter, but it does require a knowledge of the applet you're working with. Any public variable, method, or property within the applet is accessible through JavaScript.

There are five basic activities common to all applets, as opposed to one basic activity for applications. An applet has more activities to correspond to the major events in its life cycle on the user's browser.

None of the activities have any definitions. You must override the methods with a subclass within your applet.

Initialization-Occurs after the applet is first loaded. This can include creating objects, setting state variables, and loading images.

Starting-After initialization or stopping, an applet is started. The difference between initialization and starting is that initialization only happens once, while starting can occur many times.

Painting-This method is how the applet actually gets information to the screen, from simple lines and text to images and colored backgrounds. Painting can occur a lot of times in the course of an applets life.

Stopping-Stopping suspends the applet execution and stops it from using system resources. This can be important since an applet continues to run even after a user leaves the page.

Destroying-This is the extreme form of stop. Destroying an applet begins a clean-up process in which running threads are terminated and objects are released.

With this information in hand, getting started begins with the <APPLET> tag. It helps to give a name to your applet to make JavaScript references to it easier to read This isn't absolutely necessary as JavaScript creates an array of applets when the page is loaded. However, it does make for a much more readable page.

<APPLET CODE="UnderConstruction" NAME="AppletConstruction" WIDTH=60 HEIGHT=60>

</APPLET>

To use a method of the applet from JavaScript, use the following syntax:

document.*appletName.methodOrProperty*Using the Applets Array

an array is created that contains a reference to every instance of the <applet> tag. It is used to reference all the applets on a pge.

Syntax:

document.all.appletID.methodProperty

document.all(n).methodProperty

document.applets[index].methodOrProperty  
document.applets[appletName].methodOrProperty

**Starting and Stopping an Applet with JavaScript**

One of the easy methods of controlling applet behavior is starting and stopping its execution. This can be accomplished using the start and stop methods-common to every applet. Use a form and two buttons to add the functions to your Web page (see Figure 38.4):

<FORM>

<INPUT TYPE="button" VALUE="Start" onClick="document.*appletName*.start()">

<INPUT TYPE="button" VALUE="Stop" onClick="document.*appletName*.stop()">

</FORM>

**Public in Java**

You can also call other methods, depending on their visibility to the world outside the applet. Any method or variable with a public declaration can be called by JavaScript.

The syntax to call applet methods from JavaScript is simple and can be integrated with browser events such as the preceding button code snippet:

document.*appletName.methodName*(*arg1,arg2,arg3*)

**Accessing JavaScript from a Java Applet**

Java can take a direct look at your HTML page through JavaScript objects. This requires the use of the netscape.javascript.JSObject class when the applet is created.

To include the JSObject class as part of your applet, use the import command as you would normally include any other class package.

import netscape.javascript.JSObject;

An important addition is also necessary in the applet tag-MAYSCRIPT. This is a security feature which gives specific permission for the applet to access JavaScript objects.

<APPLET CODE="colorPreview.class" WIDTH=50 HEIGHT=50 NAME="Preview" MAYSCRIPT>

Without it, any attempt to access JavaScript from the applet results in an exception. If you wish to exclude an applet from accessing the page, simply leave out the MAYSCRIPT parameter.

There are five subsets of classes within the java package:

lang-These classes and interfaces are the core of the Java language. This subset includes the Runnable interface (used for threading) and the basic data types (Boolean, character, class, integer, object, string, etc.). It also includes the System class, which provides access to system-level behaviors.

util-This group of utility interfaces and classes aren't crucial to running Java, but they provide ways to make programming easier. It includes utilities to generate random numbers, stacks, hash tables, and dates.

awt-The Abstract Windowing Toolkit (also known as Another Windows Toolkit) contains the graphical items to help create user interfaces and other graphical items. It includes interfaces for a layout manager and menu container, along with classes for form elements, colors, keyboard and mouse events, fonts, images, menus, and windows.

Io-Used for passing information in and out of applets and applications, this subset includes classes for sending and receiving input streams and files, not including networking activity (see net).

Net-This subset of classes has the tools and operations for working over a network. This group includes methods and interfaces to handle URLs, URL content, and socket   
connections.

### Java and JavaScript Values

JSObject gives Java the ability to look at and change objects defined through JavaScript. This requires certain assumptions, especially when passing or receiving values from Java. Every JavaScript value is assigned some form from java.lang.Object to ensure compatibility.

* Objects-Any object sent or received from Java remains in its original object wrapper.
* Java numbers-Since JavaScript doesn't support the variety of numerical types as Java (byte, char, short, int, long, float, and double), they lose their specific type and become a basic JavaScript number.
* JavaScript numbers-There's no way to tell what kind of number Java may be receiving from JavaScript. So, all JavaScript numbers are converted to Java floats.
* Booleans and Strings-These are passed essentially unchanged. Java Booleans become JavaScript Booleans and vice versa. The same occurs with strings.

### Looking at the JavaScript Window

In order to get a handle on JavaScript objects, including form items and frames, you must create an object to hold the current Navigator window first. getWindow provides the means.

First, you'll need to create a new: variable of type JSObject:

JSObject jsWin;

Then, using the JSObject class, assign the window to the variable:

jsWin = JSObject.getWindow(this);

This type of work is typically accomplished within the applet's init() method.

After you have a handle on the window, you can start to break it apart into its various components with getMember. This method returns a specific object from the next level of precedence. For example, to get a handle on a form on a Web page with a form called response, the following set of statements can be used:

jsWin = JSObject.getWindow(this);

JSObject jsDoc = (JSObject) jsWin.getMember("document");

JSObject responseForm = (JSObject) jsDoc.getMember("response");

In JavaScript, this form is referred to as window.document.response. Note that each JavaScript object is assigned to its own variable in Java and is not a property of a parent object. The form in Java is contained in responseForm, not jsWin.jsDoc.responseForm.

So far, you've only retrieved broad objects, such as windows and forms. Getting a specific value from JavaScript follows the same principles, although now you need a Java variable of the proper type to hold the results instead of an instance of JSObject.

Using the preceding form, let's say there's a text field (name), a number (idNum), and a checkbox (member). Each of these values is retrieved from JavaScript using the following commands:

jsWin = JSObject.getWindow(this);

JSObject jsDoc = (JSObject) jsWin.getMember("document");

JSObject responseForm = (JSObject) jsDoc.getMember("response");

JSObject nameField = (JSObject) responseForm.getMember("name");

JSOBject idNumField = (JSObject) responseForm.getMember("idNum");

JSOBject memberField = (JSObject) responseForm.getMember("memberField");

String nameValue = (String) nameField.getMember("value");

Float idNumValue = (Float) idNumField.getMember("value");

Boolean memberValue = (Boolean) memberField.getMember("checked");

This chunk of code becomes a bit unwieldy, especially when there are several values needed from JavaScript. If you need to access more than several elements on a page, it helps to create a new method to handle the process.

protected JSObject getElement(String formName, String elementName) {

JSObject jsDoc = (JSObject) JSObject.getWindow().getMember("document");

JSObject jsForm = (JSObject) jsDoc.getMember(formName);

JSObject jsElement = (JSObject) jsElement.gerMember(elementName);

return jsElement;

}

This simple method creates the intervening JSObjects needed to get to the form element, making the retrieval as easy as knowing the form and element name.

To change a JavaScript value, use the JSObject setMember method in Java. The syntax is setMember(*name*, *value*), with the name of the JavaScript object and its new value.

JSObject nameField = getElement("response","name");

nameField.setMember("name","Your Name Here");

This snippet uses the getElement method just defined to get the name element from the response form, and then uses the JSObject method setMember to set its value to Your Name Here. This is equivalent to this.*name* = *newValue* in JavaScript.

The two methods covered in this section (getWindow, getMember), are the basic methods used when interfacing with JavaScript. Together, it makes receiving values from an HTML page by way of JavaScript a straightforward task, even if it is a little cumbersome in the number of statements needed to accomplish it.

#### Getting Values Using Indexes

If your applet is designed to work with a variety of HTML pages which may contain different names for forms and elements, you can use the JavaScript arrays with the JSObject slot methods. If the desired form is always the first to appear on the document and the element is the third, then the form name is forms[0] and the element is elements[2].

After retrieving the document object using getWindow and getMember, use getSlot(*index*) to return a value within it. For example, in an HTML document containing three forms, the second is retrieved into Java using the following commands:

JSOBject jsWin = JSObject.getWindow(this);

JSObject jsDoc = (JSObject) jsWin.getMember("document");

JSObject jsForms = (JSObject) jsDoc.getMember("forms");

JSObject jsForm1 = (JSObject) jsForms.getSlot(1);

Using setSlot, the same process is used to load a value into an array. The syntax is

*JSObject*.setSlot(*index*,*value*);

where the index is an integer and the value is a string, Boolean or float.

### Using JavaScript Methods in Java

The netscape class package provides two methods to call JavaScript methods from within an applet-call and eval. The syntax between the two is slightly different, but the outcome is the same. Note that you need a handle for the JavaScript window before you can use these methods.

There are two ways to invoke these methods. The first uses a specific window instance, while the second uses getWindow to create a JavaScript window just for the expression.

jsWin.*callOrEval*(*arguments*)

JSOBject.getWindow().*callOrEval*(*arguments*)

The call method separates the method from its arguments. This is useful for passing Java values to the JavaScript method. The syntax is call("*method*", *args*), where the method is the name of the method you want to call and the arguments you want to pass are contained in an array.

eval, on the other hand, uses a string which appears identical to the way a method is called within JavaScript. The syntax is eval("*expression*"), where the expression is a complete method name and its arguments, such as document.writeln("Your name here.'"). Including it in the eval expression results in eval("document.writeln(\"Your name here.\");").

**UNIT – IV**

**CGI and Controlling the Web from the Server**

**Putting your Server to Work**

* Server – Side Programs and Scripts
* Advantages to Server- Side Applications
* Common Server – Side applications
* Placing Server Programs in your Web Site

**Server – Side Programs and Scripts**

* Server – Side Programs and Scripts are applications that run on a web server machine rather than on the user’s machine.
* Server – Side applications can perform a variety of functions, such as working with databases, searching for keywords in documents, and creating custom log files.
* Unlike client – side scripting, server – side applications can be either scripts or programs.
* Programs are compiled applications, whereas scripts are interpreted.

Compiling versus Interpreting

....

**Advantages to Server – Side Applications**

* Cross – Platform / Cross – Browser Support
* More options for applications
* Increased power
* Code integrity

Cross – Platform / Cross – Browser Support

* A major concern when programming for the client side is that the type machine, configuration, or web browser with which the user is visiting are not known.
* These large unknowns are the environments in which the program must be able to run.

More options for Applications

* Server- side programming offers more control and flexibility.
* On the server, there is a ability to access outside information, such as data in databases.
* You can run complex programs in high level programming language, or perform an electronic payment transaction to fulfil online orders.
* The only restriction is that you return you results to the user’s web browser in formatting that can be properly displayed in a web browser.

Increased Power

* Over the last several years, the performance level of client machines has risen dramatically, and the gap in performance between these two machines has narrowed.
* As a result, more and more functionality is being distributed to these more powerful client machines, easing the load on the server machine.
* Because you cannot always count on the performance level of the user’s machine, you want to code your processor – intensive applications for the server side.
* High performance web server machines are still more powerful than the average computer being used for web browsing.
* Even at high loads, the web server can quickly run the program and sends the result back to the user’s web browser.

Code Integrity

* The advantage to coding applications on the server side is that the source code is not available to other users.

Common Server – Side Applications

* Server – side programming is a powerful way to extend the functionality of the web site.
* Most of the applications implemented on the server need to be there for some reason, usually because of access to server – side resources.
* Some of the server – side applications are:
* Search Engines
* Database access
* Chat and bulletin board services
* Form handlers

Search Engines

* A search engine is the program that enables users to search through documents on the web site.
* Simple search engine may only have some predefined categories for which you can search for matches.
* Complex search engines allow keyword searches, returning all the documents that contain the supplied keywords.
* However, a keyword search is much more difficult to implement for a programmer, and can be much more time consuming for the machine performing the search.
* Search engines must be implemented on the server side.
* The documents or document index reside on the serve machine. The search engine must look through these items on the web server in order to find matches to the user’s search string.

Database Access

* Databases are powerful way to store information. When data is stored in a database, it is easy to maintain by adding, deleting, and modifying records.
* The world wide web can act as a database access system. The front end, where the user sends the request for data and then views the results, is the web browser.
* After the request reaches the web server, which requires the data retrieval from a database, a server side application must handle the request.
* The server side program, usually CGI script, then queries the database for the necessary information, formats the results for display in a web browser, and sends the information back to the user’s web browser.

Chat and Bulletin Board Services

* Chat is the act of communicating with other people online in real time. This can be done with text xhat, graphical chat, or voice chat.
* Bulletin boards are structure that allow users to read messages from other users, and post their own messages.

Form Handlers

* In order for a user’s data to be sent to a database, form data must be sent to the web server.
* CGI script is needed to decode the data and place it in the database.

Placing Server Programs in the Web Site

* Several options are available for integrating server – side programming on the server side.
* The various options are
* Direct linking to the program
* Server – Side includes
* Handling form actions
* Calling from client – side scripts

Direct linking to the program

* A convenient CGI scripts feature is that they can be directly referenced in a link from an Html page.
* When the web server receives a request for a CGI script, it runs the script and returns the results to the user’s web browser.
* Example

<a href=<http://www.somedomain.com/cgi-bin/myscript.pl>>

* When the user clicks the link, the CGI program is executed and returns the latest information to the web browsers.

Server – Side Includes

* Server – side includes are actually an Html feature that allows you to embed other items in an html file.
* The following is the syntax for a server- side include :

<! -- #command name=”value1” name2=”value2” .... -- >

* The syntax for server – side include that calls a CGI program makes use of the exec command and looks like the following

<! -- #exec cgi = “ / cgi - bin /cgi-script.pl” -- >

* Server – side includes work through a process known as server parsing. With server parsing, the web server skims through html file’s contents looking for server based commands, such as server side includes.
* When the web server finds one, it performs the requested action and places the results of the action in the place of the server-side include statement.

Handling Form Actions

* The most common method of integrating a CGI script into web site is by setting it up to handle form data. This is done by using the action attribute in the <form> tag.
* For example, the following <Form> tag sends any form data entered by the user to the CGI script form-handler.pl when the form is submitted.

<form method=post action=”/cgi-bin/form-handler.pl”>

Calling from Client – Side Scripts

* CGI scripts can also be called from a client- side script. This method is similar to direct linking to a CGI script.
* The only difference is that the client – side script is requesting the URL rather than the user clicking a link with a CGI script in the URL.
* JavaScript statement to call a CGI script is:

Document.location = <http://www.somedomain.com/cgi-bin/myscript.pl>

Integrating Directly into the Web Server

* CGI applications are a powerful way to add functionality to the web server.
* However, there are some disadvantages to using CGI. First, CGI applications are not run as part of the web server. Whenever a web server receives a request for a CGI application, it must launch a separate application – the CGI application. This can cause a slight performance drain on some systems, especially when many users are simultaneously accessing CGI application.
* An alternative to the CGI is integrating application directly into the web server. This is done in one of two ways.
* The first way is to program application as a server plug-in, utilizing the web server’s API. The other method is to make use of server- side scripting, a new feature of the more popular web servers.

Server Plug – Ins

* Server – side plug – ins can extend the functionality of the web server.
* By writing the application as a plug-in, the application actually becomes part of the web server.
* Plug – ins in general are made possible through the Application Programming Interface (API). The API contains a set of functions and procedures that can be called from the application.
* Server – side plug-ins operate more efficiently than CGI application because plug – ins are initialized when the web server is started.
* There is also less overhead, because the web server does have to launch a separate application.

Server – Side Scripting

* Because server – side plug ins are more efficient than CGI applications, but more challenging to program, there has been a recent push to support server – side scripting.
* Server – side script is parsed and run by the web server before the web page is sent to the web browser.
* Two server side scripting methods have emerged from two of the more popular web servers.
* LiveWire is Netscape Communications Corporation’s server side scripting solution, and Active Server Pages is Microsoft’s.

LiveWire

* LiveWire is the name associated with server – side scripting for Netscape’s web server.
* LiveWire enables us to embed javascript in the html pages, which gets parsed by the web server before the document is sent to the web browser.
* A major difference between server- side javascript with LiveWire and client – side javascript is that the server-side scripts are compiled into bytecode before being placed on the web server.

Active Server Pages

* ASP is Microsoft’s implementation of server – side scripting.
* ASP operates in a manner similar to LiveWire, except that ASP pages are not to be compiled to bytecode.
* When the Microsoft web server receives a request for an ASP page, it parses the code, executing any server – side commands.
* After it has finished parsing the page, the results are sent to the user’s web browser.
* ASP provides native support for combining html, vbscript and jscript. Developers can combine code from either of the scripting languages into the html code of an ASP.

**Traditional CGI Programming**

* What is the CGI?
* HTTP Connections and Headers
* Sending Data to CGI Application
* Returning Data from CGI Application
* Calling CGI Applications

What is the CGI?

* CGI stands for Common Gateway Interface and is set of standards around the communication between web server and server side applications.
* These standards provide the gateway through which data ca pass between the web server and CGI application.
* The CGI specification defines how web servers will make information available to CGI applications and how CGI applications will return data to the web server.

Programming Language Choices

* Because CGI programming and scripting don’t refer to a specific language for coding applications for web sites, a language has to be chosen with which to work.
* The most common languages used for CGI applications are Perl, C, C++, TCL, Unix shells, Java, Visual Basic, and AppleScript.

HTTP Connections and Headers

* An HTTP connection is the communication channel between the web browser and the web server.
* Most HTTP connections begin on the client side, with the web browser sending an HTTP request to a web server for a document.
* At the beginning of the request is a section referred to as the request header. The request header contains information about the request and about the web browser requesting the information.
* HTTP Request Headers

|  |  |
| --- | --- |
| **Header  [↓](http://en.wikipedia.org/wiki/List_of_HTTP_headers)** | **Description** |
| Accept | Content-Types that are acceptable |
| Accept-Charset | Character sets that are acceptable |
| Accept-Encoding | Acceptable encodings |
| Accept-Language | Acceptable languages for response |
| Accept-Ranges | Allows the server to indicate its acceptance of range requests for a resource |
| Authorization | Authentication credentials for HTTP authentication |
| Cache-Control | Used to specify directives that MUST be obeyed by all caching mechanisms along the request/response chain |
| Connection | What type of connection the user-agent would prefer |
| [Cookie](http://en.wikipedia.org/wiki/HTTP_Cookie) | an HTTP cookie previously sent by the server with Set-Cookie (below) |
| Content-Length | The length of the request body in [octets](http://en.wikipedia.org/wiki/Octet_(computing)) (8-bit bytes) |
| Content-Type | The [mime type](http://en.wikipedia.org/wiki/Mime_type) of the body of the request (used with POST and PUT requests) |
| Date | The date and time that the message was sent |
| Expect | Indicates that particular server behaviors are required by the client |
| From | The email address of the user making the request |
| Host | The domain name of the server (for [virtual hosting](http://en.wikipedia.org/wiki/Virtual_hosting)), mandatory since HTTP/1.1 |
| If-Match | Only perform the action if the client supplied entity matches the same entity on the server. This is mainly for methods like PUT to only update a resource if it has not been modified since the user last updated it. |
| If-Modified-Since | Allows a *304 Not Modified* to be returned if content is unchanged |
| If-None-Match | Allows a *304 Not Modified* to be returned if content is unchanged, see [HTTP ETag](http://en.wikipedia.org/wiki/HTTP_ETag) |
| If-Range | If the entity is unchanged, send me the part(s) that I am missing; otherwise, send me the entire new entity |
| If-Unmodified-Since | Only send the response if the entity has not been modified since a specific time. |
| Max-Forwards | Limit the number of times the message can be forwarded through proxies or gateways. |
| Pragma | Implementation-specific headers that may have various effects anywhere along the request-response chain. |
| Proxy-Authorization | Authorization credentials for connecting to a proxy. |
| Range | Request only part of an entity. |
| [Referer](http://en.wikipedia.org/wiki/HTTP_referer) | This is the address of the previous web page from which a link to the currently requested page was followed. |
| TE | The transfer encodings the user agent is willing to accept: the same values as for the response header Transfer-Encoding can be used, plus the "trailers" value (related to the "[chunked](http://en.wikipedia.org/wiki/Chunked_transfer_encoding)" transfer method) to notify the server it accepts to receive additional headers (the trailers) after the last, zero-sized, chunk. |
| Upgrade | Ask the server to upgrade to another protocol. |
| User-Agent | The [user agent](http://en.wikipedia.org/wiki/User_agent) string of the user agent |
| Via | Informs the server of proxies through which the request was sent. |
| Warn | A general warning about possible problems with the entity body. |

* After the web server receives an HTTP request from a web browser, it evaluates the request, returning the requested document if it exists, and then shuts down the HTTP connection.
* HTTP Response Headers

|  |  |
| --- | --- |
| **Header  [↓](http://en.wikipedia.org/wiki/List_of_HTTP_headers)** | **Description** |
| Accept-Ranges | What partial content range types this server supports |
| Age | The age the object has been in a [proxy](http://en.wikipedia.org/wiki/Proxy_server) cache in seconds |
| Allow | Valid actions for a specified resource. To be used for a *405 Method not allowed* |
| Cache-Control | Tells all caching mechanisms from server to client whether they may cache this object |
| Content-Encoding | The type of encoding used on the data |
| Content-Language | The language the content is in |
| Content-Length | The length of the response body in [octets](http://en.wikipedia.org/wiki/Octet_(computing)) (8-bit bytes) |
| Content-Location | An alternate location for the returned data |
| Content-Disposition | An opportunity to raise a "File Download" dialogue box for a known MIME type |
| Content-MD5 | A [Base64](http://en.wikipedia.org/wiki/Base64)-encoded binary [MD5](http://en.wikipedia.org/wiki/MD5) sum of the content of the response |
| Content-Range | Where in a full body message this partial message belongs |
| Content-Type | The [mime type](http://en.wikipedia.org/wiki/Mime_type) of this content |
| Date | The date and time that the message was sent |
| [ETag](http://en.wikipedia.org/wiki/HTTP_ETag) | An identifier for a specific version of a resource, often a [Message Digest](http://en.wikipedia.org/wiki/Hash_function), see [ETag](http://en.wikipedia.org/wiki/HTTP_ETag) |
| Expires | Gives the date/time after which the response is considered stale |
| Last-Modified | The last modified date for the requested object, in [RFC 2822 format](http://www.ietf.org/rfc/rfc2822.txt) |
| [Location](http://en.wikipedia.org/wiki/HTTP_location) | Used in redirection, or when a new resource has been created. |
| Pragma | Implementation-specific headers that may have various effects anywhere along the request-response chain. |
| Proxy-Authenticate | Request authentication to access the proxy. |
| [Refresh](http://en.wikipedia.org/w/index.php?title=HTTP_refresh&action=edit&redlink=1) | Used in redirection, or when a new resource has been created. This refresh redirects after 5 seconds. (This is a proprietary/non-standard header extension introduced by Netscape and supported by most web browsers.) |
| Retry-After | If an entity is temporarily unavailable, this instructs the client to try again after a specified period of time. |
| Server | A name for the server |
| Set-Cookie | an [HTTP cookie](http://en.wikipedia.org/wiki/HTTP_cookie) |
| Trailer | The Trailer general field value indicates that the given set of header fields is present in the trailer of a message encoded with [chunked transfer-coding](http://en.wikipedia.org/wiki/Chunked_transfer_encoding). |
| Transfer-Encoding | The form of encoding used to safely transfer the entity to the user. [Currently defined methods](http://www.iana.org/assignments/http-parameters) are: [chunked](http://en.wikipedia.org/wiki/Chunked_transfer_encoding), compress, deflate, gzip, identity. |
| Vary | Tells downstream proxies how to match future request headers to decide whether the cached response can be used rather than requesting a fresh one from the origin server. |
| Via | Informs the client of proxies through which the response was sent. |
| Warning | A general warning about possible problems with the entity body. |
| WWW-Authenticate | Indicates the authentication scheme that should be used to access the requested entity. |

Sending data to CGI application

* When started by the web server, CGI programs and scripts run as separate applications on the web server machine. They are not integrated within the web server environment.
* Because of this, CGI application does not have native access to the data sent from the web browser in the HTTP request. This includes both the HTTP request headers and any user specified data, such as in an html form.
* CGI specification defines how information passes between web server and CGI applications.

The GET and POST Request Methods

* These are the two ways in which a request can be sent to the web server.
* GET request is used to specify a request for a document from the web server. POST methods are used when form data is being sent from the user’s web browser to the web server.

Appending Information to URLs

* Two forms of additional information can be appended to a URL with the GET method.
* The first form is additional path information. Path information is usually the path to a resource on the server machine, and is usually used only with CGI applications.
* For example, with server side image maps, the URL sent by the browser is in the following form:

<http://www.castingguild.com/cgi-bin/imagemap/maps/groups.map>? 201, 118

* The URL to the CGI application is as follows:

<http://www.castingguild.com/cgi-bin/imagemap>

* The first part of additional information is as follows:

/maps/ groups.map

* This is some extra path information being sent to the CGI script.
* The second part of additional information is as follows:

? 201, 118

* This second form is referred to as a query string. It is used to supply additional data that the application may need.

The POST method and Standard Input

* Web servers send data to CGI applications through either environment variables or standard input.
* The only time standard input is used when the request method used by the web browser is the POST method.

Through Environment Variables

* Environment variables contain useful information about the HTTP request, the web browser and the web server.
* CGI environment variables

|  |  |
| --- | --- |
| Key | Value |
| DOCUMENT\_ROOT | The root directory of your server |
| HTTP\_COOKIE | The visitor's cookie, if one is set |
| HTTP\_HOST | The hostname of the page being attempted |
| HTTP\_REFERER | The URL of the page that called your program |
| HTTP\_USER\_AGENT | The browser type of the visitor |
| HTTPS | "on" if the program is being called through a secure server |
| PATH | The system path your server is running under |
| QUERY\_STRING | The query string (see GET, below) |
| REMOTE\_ADDR | The IP address of the visitor |
| REMOTE\_HOST | The hostname of the visitor (if your server has reverse-name-lookups on; otherwise this is the IP address again) |
| REMOTE\_PORT | The port the visitor is connected to on the web server |
| REMOTE\_USER | The visitor's username (for .htaccess-protected pages) |
| REQUEST\_METHOD | GET or POST |
| REQUEST\_URI | The interpreted pathname of the requested document or CGI (relative to the document root) |
| SCRIPT\_FILENAME | The full pathname of the current CGI |
| SCRIPT\_NAME | The interpreted pathname of the current CGI (relative to the document root) |
| SERVER\_ADMIN | The email address for your server's webmaster |
| SERVER\_NAME | Your server's fully qualified domain name (e.g. www.cgi101.com) |
| SERVER\_PORT | The port number your server is listening on |
| SERVER\_SOFTWARE | The server software you're using (e.g. Apache 1.3) |

Returning Data from CGI Application

* After CGI application is finished executing, it needs to return a result to the user’s web browser. This result will be Html formatted text.
* Whether returning the header or returning other data, CGI applications return results by sending data to standard output.

Calling CGI Applications

* There are several ways for calling CGI applications.
* The most common way CGI applications are called is from the ACTION attribute in the <form> tag.
* CGI applications can also be called by directly linking to them in the <A> tag.
* Server – side includes are another common way to call CGI applications.

**The Anatomy of a CGI Application**

* Creating the HTML page
* Creating the Form
* Handling the Form Data

Creating the HTML Page

* The first step in creating a CGI application to handle form data is to set up the HTML page and the form elements.

Planning your Form

* Carefully planning form and the elements it contains makes programming task much easier.
* For example, with the gender question, a better way would be to use a <select> statement, such as this:

<select name=”gender”>

<option> Male

<option> Female

</select>

Creating the Form

* After you have planned the questions you want to ask and the form elements used to receive the responses, you are ready to create HTML form.

Handling the Form Input

* CGI application needs to perform the following tasks:

1. Receive the form data
2. Decode the form data
3. Insert the data into the database
4. Return a result to the user

Receiving the User’s Data

* CGI application receives its data from two sources. One source is environment variables, which the web server sets when it starts the application. The second source is available only when form data is being sent with the POST request method.
* For example,

<form action=”/ungroomd / cgi-bin/ survey.pl” method=”post”>

* In the above <form> tag, the request method is set to POST. So the form data are sent through standard input to the CGI script.
* In Perl, the request method can be checked by using the following lines:

if( $ ENV(“REQUEST\_METHOD”) ne “POST”)

{

&Print\_Error(“This script can only be used with POST method”);

Exit(1);

}

**Decoding the User’s Data**

* The web browser encodes some of the characters in the user’s data before sending it to the web server.
* These data should be decoded before storing it into the database.

The algorithm for decoding form data is:

1. Read the query string from $ENV{QUERY\_STRING}.
2. If the $ENV{REQUEST\_METHOD} is POST, determine the size of the request using $ENV{CONTENT\_LENGTH} and read that amount of data from the standard input. Append this data to the data read from the query string, if present (this should be joined with "&").
3. Split the result on the " &" character, which separates name-value pairs (the format is name=value&name=value...).
4. Split each name-value pair on the "s" character to get the name and value.
5. Decode the URL-encoded characters in the name and value.
6. Associate each name with its value(s); remember that each option name may have multiple values.

A form sends its parameters as the body of a POST request, or as the query string of a GET request. However, it is possible to create a form that uses the POST method and direct it to a URL containing a query string. Thus, it is possible to get a query string with a POST request.

Here is a first attempt at our subroutine:

sub parse\_form\_data {

my %form\_data;

my $name\_value;

my @name\_value\_pairs = split /&/, $ENV{QUERY\_STRING};

if ( $ENV{REQUEST\_METHOD} eq 'POST' ) {

my $query = "";

read( STDIN, $query, $ENV{CONTENT\_LENGTH} ) == $ENV{CONTENT\_LENGTH}

or return undef;

push @name\_value\_pairs, split /&/, $query;

}

foreach $name\_value ( @name\_value\_pairs ) {

my( $name, $value ) = split /=/, $name\_value;

$name =~ tr/+/ /;

$name =~ s/%([\da-f][\da-f])/chr( hex($1) )/egi;

$value = "" unless defined $value;

$value =~ tr/+/ /;

$value =~ s/%([\da-f][\da-f])/chr( hex($1) )/egi;

$form\_data{$name} = $value;

}

return %form\_data;

}

Putting Data in a Simple Database

Steps for placing the data into a text file database are:

* Formatting the data for the database
* Opening the database
* Locking the database
* Appending the new record
* Unlocking the database
* Closing the database

Formatting the data for the database

* When the form data are added to the database, some special formatting of the data is needed before inserting it.
* This formatting could include adding additional fields based on user input, changing other fields based on some standards, or removing any special characters the data might contain.

Opening the Database

* With all the fields formatted for the database, the fields can be combined into a database record and can be appended to the database file.
* The first step is to open the database file. This can be done with the following Perl statement:

Open(DATABASE, “@database\_file”) ||

die “content-type: text/html\n\n Cannot open database.”;

Locking the Database

* In order to lock the database file, file system function has to be used that can modify access permission to the file.
* In PERL, this can be done with the flock statement, such as:

flock(DATABASE, 2);

* The first parameter is the stream associated with an open file.
* The number being sent as the second parameter is a code to the flock function. The number 2 denotes the locking the file.

Appending the New record

* In PERL, by using the filestream and print statement, the reccoed can be appended to the database file.
* Example

Print DATABASE $quote, $data\_received{“name”} . $quote . “,” .

$quote . $data\_received {“email”} . $quote . “,” .

$quote . $data\_received {“married”} . $quote . “,” .

$quote . $data\_received {“yearsmarried”} . $quote . “,” .

$quote . $data\_received {“relationship”} . $quote . “,” .

.

.

$quote . $data\_received {“comments”} . $quote . “\n” ;

Unlocking and Closing the database

* With the new record appended to the database, the lock on the database has to released.
* Subroutine used to unlock the database is:

sub unlock\_file

{

flock(DATABASE, 8);

}

* Closing the database file is even easier and is done with the following statement:

Close(DATABASE);

**Server – Specific Technologies : Netscape ONE Versus Microsoft Windows DNA**

* Technology Components of Netscape ONE
* Technology Components of Microsoft WindowsDNA
* Differences between the Netscape and Microsoft Platforms
* Web Server Extensions
* Server – Side JavaScript with Netscape’s LiveWire
* Server – Side scripting with Active Server Pages

Technology Components of Netscape ONE

* Netscape ONE is a group of technologies packaged under one corporate philosophy. The philosophical basis of these products is crossware support – providing the tools to build applications that can run in many environments – on many different types of machines.
* Netscape ONE technologies are:
* Components – Application objects built using a variety of languages such as Java, JavaScript, or C++, and interfaced with each other using CORBA / IIOP and the JavaBeans model.
* Directory Services - Provide techniques to programmatically access directory- based information.
* DynamicHTML - DynamicHTML is the capability to modify or position traditional Html elements using a combination of style sheets and scripting.
* IFC - Internet Foundation Classes that were a set of classes for working with interface components, and are now integrated into the sun JFC.
* Java - Netscape supports java, both from the client application, navigator, and from the server.
* JavaScript - Netscape’s scripting language, which is the fist scripting language to be used with client – side browsers.
* Metadata - Metadata controls things such as the base location of a web page for the resolution of relative URLs and other information.
* Netcaster - Netcape’s Channel Technology.
* Nethelp - Based on the capability to create HTML based help files, viewable online and based on open standards.
* Plug – ins - Netscape’s capability of embedding external software components into web pages for client – sie or server – side access.
* Security - Netscape has several security components, such as object signing, SmartCards, and digital certificates.
* Software Distribution - Netscape also supports several techniques for software publication, such as publishing to the server, and the SmartUpdate feature.

Technology Components of Microsoft WindowsDNA

* Microsoft also has its own platform – WindowsDNA or Distributed inteNet applications Architecture – and with it Microsoft lists its key technologies, Intenet and other.
* Microsoft DNA groupings are:
* Windows platforms - Includes the Windows operating systems and win32 technologies
* Common Object Model - Contains the object development structure that forms the framework of all the DNA technologies
* Internet Technologies - Including Internet Explorer, Dynamic HTML, Internet Information Server, the Microsoft site Server, and Java technologies
* Windows DNA Services - Including security, directory, transaction, message queuing, database management, data access, e-mail, scripting, and systems management
* Windows DNA Tools - Includes the company’s visual tools such as Visual Basic and Visual C++; component creation, such as ActiveX controls; team development with Visual SourceSafe; content creation, such as FrontPage; and web site development with Visual InterDev.
* Other Windows DNA server applications - Includes office